Lesson No. 05

1.1. Data Declaration 

The first instruction of our first assembly language program was “mov ax, 5.” Here MOV was the opcode, AX was the destination operand, while 5 was the source operand. The value of 5 in this case was stored as part of the instruction encoding. In the opcode B80500, B8 was the opcode and 0500 was the operand stored immediately afterwards. Such an operand is called an immediate operand. It is one of the many types of operands available. 

Writing programs using just the immediate operand type is difficult. Every reasonable program needs some data in memory apart from constants. Constants cannot be changed, i.e. they cannot appear as the destination operand. In fact placing them as destination is meaningless and illegal according to assembly language syntax. Only registers or data placed in memory can be changed. So real data is the one stored in memory, with a very few constants. So there must be a mechanism in assembly language to store and retrieve data from memory.

To declare a part of our program as holding data instead of instructions we need a couple of very basic but special assembler directives. The first directive is “define byte” written as “db.”

db   somevalue

As a result a cell in memory will be reserved containing the desired value in it and it can be used in a variety of ways. Now we can add variables instead of constants. The other directive is “define word” or “dw” with the same syntax as “db” but reserving a whole word of 16 bits instead of a byte. There are directives to declare a double or a quad word as well but we will restrict ourselves to byte and word declarations for now. For single byte we use db and for two bytes we use dw. 

To refer to this variable later in the program, we need the address occupied by this variable. The assembler is there to help us. We can associate a symbol with any address that we want to remember and use that symbol in the rest of the code. The symbol is there for our own comprehension of code. The assembler will calculate the address of that symbol using our origin directive and calculating the instruction lengths or data declarations in-between and replace all references to the symbol with the corresponding address. This is just like variables in a higher level language, where the compiler translates them into addresses; just the process is hidden from the programmer one level further. Such a symbol associated to a point in the program is called a label and is written as the label name followed by a colon.

1.2. Direct Addressing

Now we will rewrite our first program such that the numbers 5, 10, and 15 are stored as memory variables instead of constants and we access them from there.

	
	Example 2.1
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	; a program to add three numbers using memory variables

[org 0x0100]

              mov  ax, [num1]         ; load first number in ax

              mov  bx, [num2]         ; load second number in bx

              add  ax, bx             ; accumulate sum in ax

              mov  bx, [num3]         ; load third number in bx

              add  ax, bx             ; accumulate sum in ax

              mov  [num4], ax         ; store sum in num4

              mov  ax, 0x4c00         ; terminate program

              int  0x21

num1:         dw   5

num2:         dw   10

num3:         dw   15

num4:         dw   0

	002
	Originate our program at 0100. The first executable instruction should be placed at this offset.

	003
	The source operand is changed from constant 5 to [num1]. The bracket is signaling that the operand is placed in memory at address num1. The value 5 will be loaded in ax even though we did not specified it in our program code, rather the value will be picked from memory. The instruction should be read as “read the contents of memory location num1 in the ax register.” The label num1 is a symbol for us but an address for the processor while the conversion is done by the assembler.

	013
	The label num1 is defined as a word and the assembler is requested to place 5 in that memory location. The colon signals that num1 is a label and not an instruction.


Using the same process to assemble as discussed before we examine the listing file generated as a result with comments removed.

     1                                  

     2                                  [org 0x0100]

     3 00000000 A1[1700]                              mov  ax, [num1]         

     4 00000003 8B1E[1900]                            mov  bx, [num2]         

     5 00000007 01D8                                  add  ax, bx             

     6 00000009 8B1E[1B00]                            mov  bx, [num3]         

     7 0000000D 01D8                                  add  ax, bx             

     8 0000000F A3[1D00]                              mov  [num4], ax         

     9                                  

    10 00000012 B8004C                                mov  ax, 0x4c00         

    11 00000015 CD21                                  int  0x21

    12                                  

    13 00000017 0500                    num1:         dw   5

    14 00000019 0A00                    num2:         dw   10

    15 0000001B 0F00                    num3:         dw   15

    16 0000001D 0000                    num4:         dw   0

The first instruction of our program has changed from B80500 to A11700. The opcode B8 is used to move constants into AX, while the opcode A1 is used when moving data into AX from memory. The immediate operand to our new instruction is 1700 or as a word 0017 (23 decimal) and from the bottom of the listing file we can observe that this is the offset of num1. The assembler has calculated the offset of num1 and used it to replace references to num1 in the whole program. Also the value 0500 can be seen at offset 0017 in the file. We can say contents of memory location 0017 are 0005 as a word. Similarly num2, num3, and num4 are placed at 0019, 001B, and 001D addresses. 

When the program is loaded in the debugger, it is loaded at offset 0100, which displaces all memory accesses in our program. The instruction A11700 is changed to A11701 meaning that our variable is now placed at 0117 offset. The instruction is shown as mov ax, [0117]. Also the data window can be used to verify that offset 0117 contains the number 0005. Execute the program step by step and examine how the memory is read and the registers are updated, how the instruction pointer moves forward, and how the result is saved back in memory. Also observe inside the debugger code window below the code for termination, that the debugger is interpreting our data as code and showing it as some meaningless instructions. This is because the debugger sees everything as code in the code window and cannot differentiate our declared data from opcodes. It is our responsibility that we terminate execution before our data is executed as code.

Also observe that our naming of num1, num2, num3, and num4 is no longer there inside the debugger. The debugger is only showing the numbers 0117, 0119, 011B, and 011D. Our numerical machine can only work with numbers. We used symbols for our ease to label or tag certain positions in our program. The assembler converts these symbols into the appropriate numbers automatically. Also observe that the effect of “dw” is to place 5 in two bytes as 0005. Had we used “db” this would have been stored as 05 in one byte.

Given the fact that the assembler knows only numbers we can write the same program using a single label. As we know that num2 is two ahead of num1, we can use num1+2 instead of num2 and let the assembler calculate the sum during assembly process.
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	; a program to add three numbers accessed using a single label

[org 0x0100]

              mov  ax, [num1]         ; load first number in ax

              mov  bx, [num1+2]       ; load second number in bx

              add  ax, bx             ; accumulate sum in ax

              mov  bx, [num1+4]       ; load third number in bx

              add  ax, bx             ; accumulate sum in ax

              mov  [num1+6], ax       ; store sum at num1+6

              mov  ax, 0x4c00         ; terminate program

              int  0x21

num1:         dw   5

              dw   10

              dw   15

              dw   0

	004
	The second number is read from num1+2. Similarly the third number is read from num1+4 and the result is accessed at num1+6. 

	013-016
	The labels num2, num3, and num4 are removed and the data there will be accessed with reference to num1.


Every location is accessed with reference to num1 in this example. The expression “num1+2” comprises of constants only and can be evaluated at the time of assembly. There are no variables involved in this expression. As we open the program inside the debugger we see a verbatim copy of the previous program. There is no difference at all since the assembler catered for the differences during assembly. It calculated 0117+2=0119 while in the previous it directly knew from the value of num2 that it has to write 0119, but the end result is a ditto copy of the previous execution.

Another way to declare the above data and produce exactly same results is shown in the following example.
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	; a program to add three numbers accessed using a single label

[org 0x0100]

              mov  ax, [num1]         ; load first number in ax

              mov  bx, [num1+2]       ; load second number in bx

              add  ax, bx             ; accumulate sum in ax

              mov  bx, [num1+4]       ; load third number in bx

              add  ax, bx             ; accumulate sum in ax

              mov  [num1+6], ax       ; store sum at num1+6

              mov  ax, 0x4c00         ; terminate program

              int  0x21

num1:         dw   5, 10, 15, 0

	013
	As we do not need to place labels on individual variables we can save space and declare all data on a single line separated by commas. This declaration will declare four words in consecutive memory locations while the address of first one is num1.


The method used to access memory in the above examples is called direct addressing. In direct addressing the memory address is fixed and is given in the instruction. The actual data used is placed in memory and now that data can be used as the destination operand as well. Also the source and destination operands must have the same size. For example a word defined memory is read in a word sized register. A last observation is that the data 0500 in memory was corrected to 0005 when read in a register. So registers contain data in proper order as a word. 

A last variation using direct addressing shows that we can directly add a memory variable and a register instead of adding a register into another that we were doing till now. 

	
	Example 2.4
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	; a program to add three numbers directly in memory 

[org 0x0100]

              mov  ax, [num1]         ; load first number in ax

              mov  [num1+6], ax       ; store first number in result

              mov  ax, [num1+2]       ; load second number in ax

              add  [num1+6], ax       ; add second number to result

              mov  ax, [num1+4]       ; load third number in ax

              add  [num1+6], ax       ; add third number to result

              mov  ax, 0x4c00         ; terminate program

              int  0x21

num1:         dw   5, 10, 15, 0


We generate the following listing file as a result of the assembly process described previously. Comments are again removed.

     1                                  

     2                                  [org 0x0100]

     3 00000000 A1[1900]                              mov  ax, [num1]         

     4 00000003 A3[1F00]                              mov  [num1+6], ax       

     5 00000006 A1[1B00]                              mov  ax, [num1+2]       

     6 00000009 0106[1F00]                            add  [num1+6], ax       

     7 0000000D A1[1D00]                              mov  ax, [num1+4]       

     8 00000010 0106[1F00]                            add  [num1+6], ax       

     9                                  

    10 00000014 B8004C                                mov  ax, 0x4c00         

    11 00000017 CD21                                  int  0x21

    12                                  

    13 00000019 05000A000F000000        num1:         dw   5, 10, 15, 0

The opcode of add is changed because the destination is now a memory location instead of a register. No other significant change is seen in the listing file. Inside the debugger we observe that few opcodes are longer now and the location num1 is now translating to 0119 instead of 0117. This is done automatically by the assembler as a result of using labels instead of hard coding addresses. During execution we observe that the word data as it is read into a register is read in correct order. The significant change in this example is that the destination of addition is memory. Method to access memory is direct addressing, whether it is the MOV instruction or the ADD instruction. 

The first two instructions of the last program read a number into AX and placed it at another memory location. A quick thought reveals that the following might be a possible single instruction to replace the couple.

mov  [num1+6], [num1]   ; ILLEGAL

However this form is illegal and not allowed on the Intel architecture. None of the general operations of mov, add, sub etc. allow moving data from memory to memory. Only register to register, register to memory, memory to register, constant to memory, and constant to register operations are allowed. The other register to constant, memory to constant, and memory to memory are all disallowed. Only string instructions allow moving data from memory to memory and will be discussed in detail later. As a rule one instruction can have at most one operand in brackets, otherwise assembler will give an error.

